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Figure 4-1 Structure of the CoreSight SoC-400 DAP components

1. JTAG DP IR command



2026/02/18 06:38

2/9 ARM DAP

Table 3-209 JTAG-DP register summary

4-bit IR instruction

8-bit IR instruction JTAG-DP

DR scan

valuea valueb register width Description

0b1000 @b11111000 ABORT 35 JTAG-DP Abort Register, ABORT.

2b1010 9b11111010 DPACC 35 JTAG DP/AP Access Registers, DPACC/APACC.
eb1011 0b11111011 APACC 35

0b1110 ®b11111110 IDCODE 32 JTAG Device ID Code Register, IDCODE.
@b1111 @b11111111 BYPASS 1 JTAG Bypass Register, BYPASS.

a. cxdapswjdp implemented with parameter IRLENS8=0.

b. cxdapswjdp implemented with parameter IRLEN8=1.

2. DPACC & APACC TDR

[0 O DPACC TDRO O O DP register,0 O APACC TDRO O [0 AP register

goodgdgo

TDR length 35bit, O bitD O O OO

TDID000000ODOOO

e bit[34:3]0 32bit0 0 O O

e bit[2:1]0 DPO AP O 0 A[3:2]
e bit[0] DO O (IO OOO)

Do O0O0DOOOooonoO

e bit[34:3]032bit0 00000

e bit[2:0]0 O O O O ACK, 0b010 - OK/FAULT, 0b001 - WAIT

The operation of the DPACC and APACC registers is shown in the following figure:

DBGTDI —»

34 . 32 0
ReadResult[31:0] ACKJ[2:0]
Data[34:3] Data[2:1] — DBGTDO
1 L— Data[0]
DATAIN[31:0] A[3:2] |RnW
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Figure A1-2 Structure of the DAP, showing DPv0 JTAG-DP accesses to a generic AP
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The purpose and behavior of RDBUFF is DATA LINK DEFINED:

JTAG-DP The Read Buffer is architecturally defined to provide a DP read operation that does not
have any side effects. This definition allows a debugger to insert a DP read of RDBUFF
at the end of a sequence of operations, to return the final AP Read Result and ACK
values.

3. DP register summary

Table B3-5 JTAG-DP Register access summary.

Address
. A3 SELECT.DPBANKSEL
Register Access (A% )
DPv0 DPv1 DPv2
CTRL/STAT RW Ox4, - Ox4, 0x0 0x4, dx@
DLCR RW - Ox4, Bx1 x4, Bx1
DLPIDR RO - - x4, 0x3
DPIDR RO - 0x0, x 0x0, x
EVENTSTAT RO - - 0x4, Bx4
RDBUFF RO oxC, - OxC, x 0xC, x
SELECT WOb 0x8, - 0x8, X 0x8, x
TARGETID RO - - x4, Bx2
a. Bits [1:0] of the address are always 0b@0.
b. RW for DPv0
SELECT:
The SELECT bit assignments are:
31 24 23 8 7 0
Reserved
APSEL RESO
N )
APBANKSEL—————I

DPBANKSEL
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4. AP register summary

4.1 AHB-AP register summary

e AP0 OO [7:4]0 00 DP.SELECTO O O O [7:4]
e AP0 0O [3:2]0 0 OAPACC TDRO O O A[3:2]0 0

3.16.2 AHB-AP register summary|

Table 3-205 shows the AHB-AP register sumimary.

Table 3-205 AHB-AP register summary

Offset Type Reset value Name
0x00 KW Bx40000002 AHB-AP Contrel/Status Word register; CSW, 0x00 on page 3-179, CSW.
DxD4 W Bx00000000 AHB-AP Transfer Address Register; TAR, 0x04 on page 3-181, TAR.
Dx08 - - Reserved, SBZ.
0x8C RW - AHB-AP Data Read/Write register, DRW, 0x0C on page 3-181, DRW.
Bx10 W - AHB-AP Banked Data registers, BD0-BDO03, 0x10-0x1C on page 3-181.
Bx14 W -
Bx18 RW -
Bx1C W -
Table 3-205 AHB-AP register summary (continued)
Offset Type Reset value Name
Ox20-8xF7 - - Reserved, SBZ.
OxF8 RO IMPLEMENTATION DEFINED ~ AHB-AP Debug Base Address register, ROMBASE, 0xF§ on page 3-182.
BxFC RO Bx 64770001 AHB-AP Identification Register, IDR, 0xFC on page 3-182, IDR.

5. verilog example code

AHB-APO O O O 32bit0 ahbO O [ AXI-APO O O O 64bit0 axiD O O

OOOAPSELODOO0OODOdapOap0 00 0OODOO

O0O0O0O0OOOAPSELDDODOOODOAPOOXFCOO D OO OO O Identification Registerd 0O 0O O APO O

OAPOODOOO

dap(/*autoarg*/

tck cycle

t_tms
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t tdi

1ns
// sample tdo
sample tdo = tdo
tck r = 1'bl
20ns
tms r = t tms
tdi r = t tdi
tck r = 1'b0
19ns

tms5
tck cycle(1'bl,1'b0

tck cycle(1'bO, 1'b0O); // rti

shift ir

i

tck cycle(1l'bl, 1'b0O
tck cycle(1l'bl, 1'b0O
tck _cycle(1'bO, 1'b0O
tck cycle(1'bO, 1'b0O

shift ret
i
len
tck cycle(1'b0, datali
shift ret|i sample tdo; 1 = 1

tck cycle(1l'bl, datali
shift ret[i sample tdo; i = 1
tck cycle(1'bl, 1'b0O
tck cycle(1'b0, 1'b0O); // rti
tck cycle(1'b0, 1'b0O); // rti

shift dr
len
data

i

tck cycle(1l'bl, 1'b0O
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tck cycle(1'bO, 1'b0O);
tck cycle(1'b0, 1'b0O);

shift ret = 0;
i=0;
repeat(len-1) begin
tck cycle(1'b0, datalil);

shift ret[i] = sample tdo;

end
tck cycle(1'bl, datalil);

shift ret[i] = sample tdo;

tck cycle(1'bl, 1'b0):
tck cycle(1'b0, 1'b0O); // rti
tck cycle(1'b0, 1'b0O); // rti

$display("shift dr ret = %h",
end
endtask

task ahbap write;
input [ 7:0] ap_addr;
input 131:0] ap_data;

reg | 7:0] ap_sel;
begin
// dpacc.sel ahb-ap

shift ir(4, 4'ha);
#1000;

i= 1i+1;
i=i+1;
shift ret);

//shift dr(35, 35'h0); // 32b data, 2b A[3:2] (1l:ctrl, 2:ap-sel, 3:read-

buffer), 1b RnW (0O:write)
ap_sel = 8'h0;

shift dr(35, {{ap_sel,16'h0, ap addr[7:4],4'h0} , 2'h2, 1'b0O}); //
ap_sel = select ahb-ap (31:24 ap _sel, 7:4 ap banksel)

#1000;

// dpacc.ctrl
shift ir(4, 4'ha);
#1000;

//shift dr(35, 35'h0); // 32b data, 2b A[3:2] (1l:ctrl, 2:ap-sel, 3:read-

buffer), 1b RnW (O:write)

shift_dr(35, {32'h106000000 , 2'hl, 1'bO}); // CTRL/STAT.CDBGPWRUPREQ

#1000;

// apacc.read-buffer
shift ir(4, 4'hb);
#1000;

//shift dr(35, 35'h0); // 32b data, 2b A[3:2] (dp_addr), 1b RnW
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(0:write)
shift dr(35, {ap data, ap addr[3:2], 1'b0}); // read-buffer
#1000;
end

endtask

task ahbap read;
input | 7:0] ap_addr;
input 131:0] ap_data;

reg [ 7:0] ap_sel;
begin

// dpacc.sel ahb-ap

shift ir(4, 4'ha);

#1000;

//shift dr(35, 35'h0); // 32b data, 2b A[3:2] (1:ctrl, 2:ap-sel, 3:read-
buffer), 1b RnW (O:write)

ap_sel = 8'h0;

shift dr(35, {{ap_sel,16'h0, ap addr[7:4]1,4'h0} , 2'h2, 1'b0}); //
ap sel = select ahb-ap (31:24 ap sel, 7:4 ap banksel)

#1000;

// dpacc.ctrl

shift ir(4, 4'ha);

#1000;

//shift dr(35, 35'h0); // 32b data, 2b A[3:2] (1:ctrl, 2:ap-sel, 3:read-
buffer), 1b RnW (O:write)

shift _dr(35, {32'h10000000 , 2'hl, 1'b0}); // CTRL/STAT.CDBGPWRUPREQ

#1000;

// apacc.read-buffer
shift ir(4, 4'hb);

#1000;

//shift dr(35, 35'h0); // 32b data, 2b A[3:2] (dp addr), 1b RnW
(0:write)

shift dr(35, {ap _data, ap addr[3:2], 1'bl}); // read-buffer

#1000;

// dpacc.reserved

shift ir(4, 4'ha);

#1000;

shift _dr(35, {32'h0 , 2'h0, 1'bO}); // for read ap buffer only, (ret
data 1is in [34:3])

#1000;

end
endtask
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ahb write
ahb_addr
ahb data

ahbap write(8'h4, ahb addr
ahbap write(8'hc, ahb data

ahb read
ahb addr
ahb data

ahbap write(8'h4, ahb addr
ahbap read(8'hc, 32'h0

ahb _data = shift ret
$display("ahb read ret = %8h"

trstn r = 1'bl
tms5

// // idcode
// shift ir(4, 4'he);

// #1000,
// shift dr(32, 32'h0);
// #1000,

ahb write(32'h0680, 32'h3344
ahb read(32'h0680

ahb write(32'h0684, 32'h5566
ahb read(32'h0684

ahb data
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